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Q1a)

Plagiarism in coding is an alarming issue in the realm of education that compromises the essence of academic integrity. One of the primary reasons this form of plagiarism is pervasive stems from the easy access students have to online platforms like GitHub and Stack Overflow, which offer ready-to-use code snippets (Stowers & Humadi, 2015). This immediate availability can sometimes overshadow the importance of producing original work.

Moreover, the pressure associated with tight academic deadlines and the aspiration for high grades can make copying and pasting an enticing option for many students. This is further compounded when students possess a limited understanding of the topic at hand. Instead of grappling with the complexities and intricacies of the subject matter, they might find it easier to use another individual's work as their own (Stowers & Humadi, 2015).

Furthermore, a significant misunderstanding about the nature of coding exists. Some students equate reusing code to reusing mathematical formulas, failing to discern the boundary between academic dishonesty and legitimate practice. Additionally, cultural nuances play a role. In some cultures, there's less emphasis on individual work, leading to a collective sharing of solutions (Stowers & Humadi, 2015).

Addressing this challenge requires a multifaceted approach. Educators need to explicitly inform students about what constitutes plagiarism in coding, underscoring its repercussions. Detection tools, such as MOSS (Measure of Software Similarity), can be instrumental in identifying instances of code similarity. Beyond this, the emphasis should shift from rote memorization to promoting a deeper understanding of the subject matter, thereby equipping students with robust problem-solving skills. Clear guidelines about acceptable practices, such as the use of open-source libraries, can further clarify the boundaries. Lastly, instructors can deter copying by regularly modifying assignment questions or the datasets associated with them (Stowers & Humadi, 2015).

b)

Original:  
  
def prime\_factors(n):

"""

Return the prime factors of an integer.

"""

i = 2

factors = []

while i \* i <= n:

if n % i:

i += 1

else:

n //= i

factors.append(i)

if n > 1:

factors.append(n)

return factors

number = 56

print(f"Prime factors of {number} are:", prime\_factors(number))

Explanation:

This piece of Python code defines a function prime\_factors that returns the prime factors of an integer. For the given number

56

56, the code prints out its prime factors. Prime factorization is a foundational concept in number theory, enabling the decomposition of numbers into their most basic multiplicative components (Rosen, 2012)

c)

Rewrite:  
  
def compute\_prime\_factors(num):

"""

Compute the prime factors of a given integer.

"""

factor = 2

prime\_factors\_list = []

while factor <= num:

if num % factor == 0:

prime\_factors\_list.append(factor)

num = num // factor

else:

factor += 1

return prime\_factors\_list

input\_num = 56

print(f"Prime factors of {input\_num} are:", compute\_prime\_factors(input\_num))

Rationale Behind Rewriting:

Function Name Change: The function name was changed from prime\_factors to compute\_prime\_factors for clarity and to distinguish it from the original.

Variable Renaming: The variable names were modified (e.g., i to factor, n to num, and factors to prime\_factors\_list) to make the code more readable and less similar to the original version.

Structural Alteration: The loop condition was changed to factor <= num, which slightly alters the structure without affecting functionality. This further differentiates the rewritten code from the original.

Q2

Improved:

def get\_product\_and\_price():

"""

Prompt the user for a product and its price.

"""

product = input("Hello! What do you want to buy? ").strip()

if product not in available\_products:

print(f"We don't have '{product}'. Please try another product.")

return None, None

price = float(input(f"How much is the {product} (in SGD)? "))

return product, price

available\_products = ['laptop', 'mouse', 'webcam', 'keyboard', 'speaker']

shopping\_list = []

print(f"We have a list of products here: {available\_products}.")

while True:

product, price = get\_product\_and\_price()

if product:

shopping\_list.append([product, price])

continue\_query = input("Would you like to continue? (yes/no) ").lower()

if continue\_query != 'yes':

break

print(f"This is our updated shopping list: {shopping\_list}")

Explanation of Improvements:

Function Introduction: Introduced the get\_product\_and\_price function to encapsulate the logic of obtaining product details. This makes the main loop cleaner and enhances readability.

Variable Naming: Corrected erroneous variable names like price of item and unified naming conventions (e.g., updated items to shopping\_list) to improve clarity and maintainability.

Data Validation: The improved code ensures that non-numeric input for price doesn't crash the program by converting the input to a float. Additionally, .strip() and .lower() methods are used to handle leading/trailing spaces and different casing respectively, thereby increasing reliability.
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